LADUE INVITATIONAL COMPUTER SCIENCE TOURNAMENT

Problem 1: Network Vulnerability

Description:

You are in charge of maintaining a network for your company to maximize connectivity between computers while avoiding redundancy and vulnerability. While you have successfully connected all computers in the network, there are a few choke points (referred to as “cut nodes”) that make the system fragile. These cut nodes are nodes that, once removed, prevent one part of the network from communicating with another. Your job is to compute the minimum number of additional connections required to eliminate all cut nodes.

|  |  |
| --- | --- |
| Image result for cut node graph theory | C:\Users\Patrick\AppData\Local\Microsoft\Windows\INetCacheContent.Word\separated.png |
| c and e are both cut nodes | Removing either creates two separate networks |

Input: network.in

The first line will contain an integer N (1<N<100), the number of datasets. Each dataset will begin with a number E (1<E<1000), the number of edges in the graph. All graphs will be connected. Each edge is represented by two space separated strings, both representing a node. The end of the input is signified by the end of the file.

Output: network.out

For each dataset, print a single integer, followed by a newline, representing the minimum number of additional edges required to make the network invulnerable (i.e., make it so that there are no longer any “cut nodes” within the graph). For example, in the graph above, the answer would be 1, because an edge from b to f would make the graph invulnerable.

Samples:

|  |  |
| --- | --- |
| Input | Output |
| 3  4  1 2  3 1  1 4  3 4  5  1 2  2 6  6 4  4 1  4 5  5  1 2  1 3  3 2  3 4  1 4 | 1  1  0 |
| 1  19  1 2  1 4  2 4  2 3  3 4  3 5  5 6  6 7  6 11  7 8  7 9  7 10  8 9  8 10  11 12  11 14  12 13  12 14  13 14 | 2 |
| 4  1  1 1  2  1 2  2 3  5  1 2  1 3  1 4  1 5  1 6  4  a b  b c  c d  d e | 0  1  4  1 |

Problem 2: Factorization

Description:

Everyone knows how to factorize, but your math department is interested in a specific type of factorization. They want to know what prime numbers will divide a specified integer evenly. However, they don’t need the exact prime factorization, rather, they simply need to know the number of distinct prime factors a number has. For example, 8 has a prime factorization of 23, but has just one distinct prime factor (2). 15 has the prime factorization 3\*5, and so has 2 distinct prime factors. Your task is to write a program that identifies the number of distinct prime factors a given integer has.

Input: factors.in

The input will begin with a number N (1<N<1000), the number of integers to be analyzed. N integers will follow, each of which is between 2 and 1,000,000 (inclusive).

Output: factors.out

For each integer in the input, write out a number representing the number of distinct prime factors the integer has, followed by a newline.

Samples:

|  |  |
| --- | --- |
| Input | Output |
| 1  15 | 2 |
| 5  15  8  10124  101243  602910 | 2  1  2  2  6 |
| 100  886823  567038  823628  987797  248079  630107  378836  963768  722887  802134  656071  619683  937598  691368  156667  559099  763899  994047  277947  218159  770312  769306  853168  551208  57266  11388  918924  917582  950207  746476  370523  722446  463218  150761  327939  421663  469995  610258  854924  463368  528311  187171  250595  413962  576577  100371  61147  149724  693225  657355  512183  64535  30299  566582  305730  599727  16370  124231  48065  409289  815121  250109  849643  497077  82522  894716  462121  808524  562652  762782  744915  412276  154090  659103  139992  191531  153265  697639  512455  216790  198948  116530  726216  329871  465480  202126  738870  743824  842078  755944  601743  761297  253997  786984  606678  874059  221020  601028  856568  115033 | 3  2  4  1  3  1  2  4  2  3  3  3  3  3  2  1  3  2  3  2  2  3  2  5  4  4  4  2  1  2  2  2  5  2  2  2  3  3  4  4  3  1  2  3  1  2  2  3  4  3  3  2  2  4  5  2  3  1  2  1  3  1  4  2  3  2  3  4  2  3  4  2  4  3  4  1  4  2  3  5  4  4  3  3  4  2  5  2  3  3  3  1  3  4  3  3  4  4  2  2 |

Problem 3: Heights

Description:

You and your classmates want to line up the entire school by height, tallest people at the front. If two students are of the same height, then seniority determines who goes first (seniors at the front, first-years at the back). Your job is to write a program that, given the students’ heights and grades, determine a suitable ordering. Be careful though – your school is quite large and contains 1,000,000 students!

Input: heights.in

Each line will contain an integer H (1<H<1000) representing the height of the student in centimeters. This integer will be followed by a space and then one of the following strings: “SE”, “J”, “SO”, or “F”, representing the grade of that student (SE = senior, J = junior, SO = sophomore, F = first-year). For example, an entry of “170 SO” would represent a sophomore who is 170 cm tall. There will be 1,000,000 such lines in the file.

Output: heights.out

Write out the sorted list of heights and grades, with each entry separated by a newline.

Samples:

These samples are abbreviated for clarity – the actual test file will contain 1,000,000 entries.

|  |  |
| --- | --- |
| Input | Output |
| 170 SO  170 SE  1000 F | 1000 F  170 SE  170 SO |
| 678 F  560 J  407 SE  784 F  795 SO  28 J  739 SO  785 SO  707 F  672 SE  26 F  6 SO | 795 SO  785 SO  784 F  739 SO  707 F  678 F  672 SE  560 J  407 SE  28 J  26 F  6 SO |
| 100 SE  100 SE  100 F  100 F  100 F  100 SO  100 J  100 SE  100 J  100 SO  100 F | 100 SE  100 SE  100 SE  100 J  100 J  100 SO  100 SO  100 F  100 F  100 F  100 F |

Problem 4: Encrypt

Description:

The Caesar cipher is a well-known cipher in which each letter is replaced with one a predetermined distance away from it in the alphabet. For example, if Caesar wanted to send the message, “HELP,” to another battalion, and they agreed that the “shift” was 3, he would send the message “KHOS.” Your job is to figure out what messages to send given a shift value and a message.

Input: encrypt.in

The first line of the input file will contain an integer N (1<N<100), representing the number of messages you must encode. Each message will be two lines. The first line will be another integer, S (-26<S<26), representing the number of letters to shift forwards (negative numbers indicate backwards shift). The next line will be the message to encrypt, and will be between 1 and 200 characters long.

Output: encrypt.out

Write out N lines, each containing the corresponding shifted message from the input file. Spaces and punctuation receive no shift. Be sure to preserve the case of the original message (lower case letters should remain lower case, uppercase letters should remain upper case).

Samples:

|  |  |
| --- | --- |
| Input | Output |
| 1  3  Help! | Khos! |
| 5  26  mEet at MidNighT.  14  Where are you?  -5  Is this the real life?  -26  Is this just fantasy?  7  Caught 1n a landslide. | mEet at MidNighT.  Kvsfs ofs mci?  Dn ocdn ocz mzvg gdaz?  Is this just fantasy?  Jhbnoa 1u h shukzspkl. |
| 2  1  What's 1+1?  -1  Is 9+10 really 21? I thought it was -5. | Xibu't 1+1?  Hr 9+10 qdzkkx 21? H sgntfgs hs vzr -5. |

Problem 5: Grammar

Description:

Υοur English teacher is fed up with students not proof-reading their papers before they turn them in. She has tasked you with writing a program to determine if there are any grammatical errors in the students’ papers, and if there are, to determine the number of such errors so that she can make appropriate deductions to their grades. She has given you a predetermined set of rules to check each essay against.

1. Apostrophes: Some students forget to add apostrophes where they belong or accidentally type the key where they don’t. Either mistake should be counted as one error.
2. Capitalization: Students often forget to capitalize proper nouns or capitalize random letters in other words. Any word that has its first letter capitalized will be considered a proper noun which should maintain its capitalization. However, if a letter other than the first letter of a word is capitalized, that should be counted as an error. Additionally, if the first word in a sentence is not capitalized, it should be counted as an error.
3. Spelling: If a word is not in the dictionary, the first letter is not capitalized (indicating it is a proper noun), and it is not a contraction, it should be counted as misspelled. This error applies to the entire word so if a student tries to spell “hamburger” but writes “laasdfd” or “hambirger,” both count as one error. Additionally, do not count a spelling error if a student uses a contraction correctly. So “would’ve” is a valid word, but “wouldve” would count as an error (either spelling, or apostrophe). “It’s” will never count as a spelling error but could count as an apostrophe error if used incorrectly.

These are simply some sanity checks so that your teacher can spend more time teaching and less time grading.

Input: grammar.in

The first 370101 lines of the input file will be a new-line delimited list of words to be used as the dictionary (already alphabetized). After this list will be an integer N (1<N<50), representing the number of essays to follow. Each essay will be one line long (no need to worry about indents or newlines). The ends of sentences will always be marked with some kind of punctuation (either a period, question mark, or exclamation point) followed by a space.

Output: grammar.out

For each essay, write the number of grammatical errors to the output file, according to the above rules.

Samples:

The dictionary has been omitted from the samples for clarity. The actual test file will contain the words at the top. Errors have been colored red.

|  |  |
| --- | --- |
| Input | Output |
| 1  Its a nice day outside. i wonder if it will rain. | 2 |
|  |  |
|  |  |

Problem 6: Cell Tower

Description:

You are working for a cell-phone carrier company that is looking into placing a new cell tower in the middle of a rural area. They want to ensure that they need only place one tower (as building each tower is quite expensive). As a result, they have tasked you with finding the optimal location to place this tower, the optimal location being defined as the location that minimizes the maximum distance between the tower and any town.

![](data:image/png;base64,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)

For example, here the center of the green circle is the optimal tower location because that location minimizes the maximum distance between the tower and the farthest town. The center of the red circle is not an optimal location, because it creates a larger distance between the tower and the farthest town.

Your job is to find the optimal (x,y) location of the tower, and to find the distance from the farthest town to the tower.

Input: tower.in

The first line of the input file will be an integer N (1<N<?), the number of test cases. Each test case will begin with an integer T (1<T<100), the number of towns to be covered by the cell tower. T lines will follow, each containing two space separated doubles (-1000<D<1000), representing the (x,y) coordinates of each town.

Output: tower.out

For each test case, write the (x,y) coordinates of the optimal tower location (separated by spaces) and the distance from the tower to the farthest town (also separated by a space) to the output file. Round all numbers to three decimal places. Answers for each entry will be accepted if they are within 5% of the correct answer.

Samples:

|  |  |
| --- | --- |
| Input | Output |
| 2  3  0 0  1 1  4 5  5  0 0  1.1 2.3  5.3 -6.1  -5 -7  1.8 -1 | 2.000 2.500 3.202  -0.110 -3.572 5.995 |
| 3  2  0 0  1 1  3  0 0  1 1  2 2  4  0 0  1 1  2 2  3 3 | 0.500 0.500 0.707  1.000 1.000 1.414  1.500 1.500 2.121 |
| 1  1  1 1 | 1.000 1.000 0.000 |

Problem 7: Perm

Description:

Your English teacher has enlisted your help again. They have various books that they want arranged on their shelves, and want to know the number of ways to do so. Actually, more than that, they would like to know every possible arrangement of books. They have therefore tasked you with creating a program to output every possible permutation of books they have.

Input: perm.in

The input file will contain a space separated list of book titles followed by a newline. No book title will contain a space. There will be a maximum of 9 distinct books, but an absolute maximum of 15 books (there can be repeats). There will be at least one book in the sample file.

Output: perm.out

Write each possible ordering of the books on the shelves to the output file. Identical orders should be omitted, that is, if you have already stated a possible order, you should not repeat it later on. For example, if your teacher had two copies of “Faust,” you should only print out “Faust, Faust,” not “Faust, Faust\nFaust, Faust.”

Samples:

|  |  |
| --- | --- |
| Input | Output |
| Mockingbird Mockingbird Mockingbird | Mockingbird, Mockingbird, Mockingbird |
| Faust Mockingbird Potter | Faust, Mockingbird, Potter  Faust, Potter, Mockingbird  Mockingbird, Faust, Potter  Mockingbird, Potter, Faust  Potter, Faust, Mockingbird  Potter, Mockingbird, Faust |
| Faust Potter Faust | Faust, Potter, Faust  Faust, Faust, Potter  Potter, Faust, Faust |